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**Вариант №8**

**Условие варианта:**

Иерархия должностей в некоторой организации образует древовидную структуру. Каждый работник, однозначно характеризующийся уникальным именем, имеет несколько подчиненных. Определите тип данных, представляющий такую иерархию и опишите необходимые функции.

Для реализации была разработана следующая структура данных:

data Stuff =

Stuff {

name :: String,

sub :: [Stuff]

} deriving (Eq, Show)

Для тестирования и отладки пользовалась следующая функция создания иерархии:

hier = Stuff "Ival"[

Stuff "Alexandr" [

Stuff "Don" [

Stuff "Egor" []

]

],

Stuff "Jhon" []

]

**Функция 1**

**getSubordinate()** : возвращающая список подчиненных указанного работника.

**Реализация:**

Для выполнения данного задания была реализована следующая функция:

getSubordinates :: Stuff -> String -> [Stuff]

getSubordinates hs name1 = innerF hs

where innerF x

| name x /= name1 = foldr ((++) . innerF) [] (sub x)

| otherwise = sub x

**Тестирование:**

В результате тестирования функции ошибок выявлено не было. Программа отработала, как и ожидалось. Для тестирования функция запускалась со следующими параметрами:

getSubordinates hier "Dons"

**Функция 2**

**getAllSubordinate()** : возвращающая список всех подчиненных данного работника, включая косвенных.

**Реализация:**

Для выполнения данного задания была реализована следующая функция:

getAllSubordinates :: Stuff -> String -> [Stuff]

getAllSubordinates hs = innerF . (getSubordinates hs)

where innerF = concatMap (\x -> x : innerF (sub x))

**Тестирование:**

В результате тестирования функции ошибок выявлено не было. Программа отработала, как и ожидалось. Для тестирования функция запускалась со следующими параметрами:

getAllSubordinates hier

**Функция 3**

**getBoss()** : возвращает начальника указанного работника.

**Реализация:**

Для выполнения данного задания была реализована следующая функция:

getBoss :: Stuff -> String -> [Stuff]

getBoss hs name1 = innerF [] hs

where innerF s x

| name x /= name1 = foldr ((++) . innerF [x]) [] (sub x)

| otherwise = s

**Тестирование:**

В результате тестирования функции ошибок выявлено не было. Программа отработала, как и ожидалось. Для тестирования функция запускалась со следующими параметрами:

getBoss hier "Dons"

**Функция 4**

**getList()** : возвращающую список пар, первым элементом которых является имя работника, а вторым — количество его подчиненных (включая косвенных).

**Реализация:**

Для выполнения данного задания была реализована следующая функция:

getList :: Stuff -> [(String, Int)]

getList hs = (name hs, length innerF) : innerF

where innerF = concatMap getList (sub hs)

**Тестирование:**

В результате тестирования функции ошибок выявлено не было. Программа отработала, как и ожидалось. Для тестирования функция запускалась со следующими параметрами:

getList hier

**Вывод**

В результате выполнения данной лабораторной работы, приобрел навык работы с методами обработки списком *foldr* и *concatMap.* Также закрепил навыки работы с пользовательскими типами данных и их конструкторами.